**Introducing Classes**

**The General Form of a Class**

A class is declared by use of the class keyword. The classes that have been used up to this point are actually very limited examples of its complete form. Classes can get much more complex. A simplified general form of a class definition is shown here:

class classname {

type instance-variable1;

type instance-variable2;

// ...

type instance-variableN;

type methodname1(parameter-list) {

// body of method

}

type methodname2(parameter-list) {

// body of method

}

// ...

type methodnameN(parameter-list) {

// body of method

}

}

The data, or variables, defined within a class are called instance variables. The code is contained within methods. Collectively, the methods and variables defined within a class are called members of the class.

Variables defined within a class are called instance variables because each instance of the class contains its own copy of these variables.

All methods have the same general form as main( ), which we have been using thus far. However, most methods will not be specified as static or public. Notice that the general form of a class does not specify a main( ) method. Java classes do not need to have a main( ) method. only specify one if that class is the starting point for your program.

**A Simple Class**

class Box {

double width;

double height;

double depth;

}

As stated, a class defines a new type of data. In this case, the new data type is called Box. You will use this name to declare objects of type Box.

It is important to remember that a class declaration only creates a template; it does not create an actual object. Thus, the preceding code does not cause any objects of type Box to come into existence. To actually create a Box object, you will use a statement like the following:

Box mybox = new Box();

After this statement executes, mybox will be an instance of Box. Thus, it will have “physical” reality

As mentioned earlier, each time you create an instance of a class, you are creating an object that contains its own copy of each instance variable defined by the class. Thus, every Box object will contain its own copies of the instance variables width, height, and depth. To access these variables, you will use the dot (.) operator. The dot operator links the name of the object with the name of an instance variable.

For example, to assign the width variable of mybox the value 100, you would use the following statement:

mybox.width = 100;

Here is a complete program that uses the Box class:

/class Box {

double width;

double height;

double depth;

}

// This class declares an object of type Box.

class BoxDemo {

public static void main(String args[]) {

Box mybox = new Box();

double vol;

// assign values to mybox's instance variables

mybox.width = 10;

mybox.height = 20;

mybox.depth = 15;

// compute volume of box

vol = mybox.width \* mybox.height \* mybox.depth;

System.out.println("Volume is " + vol);

}

}\* A program that uses the Box class. Call this file BoxDemo.java \*/

You should call the file that contains this program BoxDemo.java, because the main( ) method is in the class called BoxDemo, not the class called Box. When you compile this program, you will find that two .class files have been created, one for Box and one for BoxDemo. The Java compiler automatically puts each class into its own .class file. It is not necessary for both the Box and the BoxDemo class to actually be in the same source file. You could put each class in its own file, called Box.java and BoxDemo.java, respectively.

**Declaring Objects**

Obtaining objects of a class is a two-step process. First, you must declare a variable of the class type. This variable does not define an object. Instead, it is simply a variable that can refer to an object. Second, you must acquire an actual, physical copy of the object and assign it to that variable.

You can do this using the new operator. The new operator dynamically allocates (that is, allocates at run time) memory for an object and returns a reference to it. This reference is, more or less, the address in memory of the object allocated by new. This reference is then stored in the variable. Thus, in Java, all class objects must be dynamically allocated.

Box mybox = new Box();

This statement combines the two steps just described. It can be rewritten like this to show each step more clearly:

Box mybox; // declare reference to object

mybox = new Box(); // allocate a Box object

**A Closer Look at new**

As just explained, the new operator dynamically allocates memory for an object. It has this general form: class-var = new classname( );
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Fig: Declaring an object of type Box

Here, class-var is a variable of the class type being created. The class name is the name of the class that is being instantiated. The class name followed by parentheses specifies the constructor for the class. A constructor defines what occurs when an object of a class is created. Constructors are important part of all classes and have many significant attributes.

However, if no explicit constructor is specified, then Java will automatically supply a default constructor.

It is important to understand that new allocates memory for an object during run time. The advantage of this approach is that your program can create as many or as few objects as it needs during the execution of your program. However, since memory is finite, it is possible that new will not be able to allocate memory for an object because insufficient memory exists. If this happens, a run-time exception will occur.

The distinction between a class and an object. A class creates a new data type that can be used to create objects. That is, a class creates a logical framework that defines the relationship between its members. When you declare an object of a class, you are creating an instance of that class. Thus, a class is a logical construct.

**Assigning Object Reference Variables**

Box b1 = new Box();

Box b2 = b1;

After this fragment executes, b1 and b2 will both refer to the same object. The assignment of b1 to b2 did not allocate any memory or copy any part of the original object. It simply makes b2 refer to the same object as does b1. Thus, any changes made to the object through b2 will affect the object to which b1 is referring, since they are the same object.

![C:\Users\staff\Desktop\instance.PNG](data:image/png;base64,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)

Although b1 and b2 both refer to the same object, they are not linked in any other way. For example, a subsequent assignment to b1 will simply unhook b1 from the original object without affecting the object or affecting b2. For example: Box b1 = new Box(); Box b2 = b1; // ... b1 = null; Here, b1 has been set to null, but b2 still points to the original object.

**Methods**

general form of a method:

type name(parameter-list) {

// body of method

}

* Here, type specifies the type of data returned by the method. This can be any valid type, including class types that you create. If the method does not return a value, its return type must be void.
* The name of the method is specified by name. This can be any legal identifier other than those already used by other items within the current scope.
* The parameter-list is a sequence of type and identifier pairs separated by commas. Parameters are essentially variables that receive the value of the arguments passed to the method when it is called.
* If the method has no parameters, then the parameter list will be empty.

Methods that have a return type other than void return a value to the calling routine using the following form of the return statement:

return value; Here, value is the value returned.

**Adding a Method to the Box Class**

Since the volume of a box is dependent upon the size of the box, it makes sense to have the Box class compute it.

To do this, you must add a method to Box, as shown here:

// This program includes a method inside the box class.

class Box {

double width;

double height;

double depth;

// display volume of a box

void volume() {

System.out.print("Volume is ");

System.out.println(width \* height \* depth);

}

}

class BoxDemo3 {

public static void main(String args[]) {

Box mybox1 = new Box();

Box mybox2 = new Box();

// assign values to mybox1's instance variables

mybox1.width = 10;

mybox1.height = 20;

mybox1.depth = 15;

/\* assign different values to mybox2's

instance variables \*/

mybox2.width = 3;

mybox2.height = 6;

mybox2.depth = 9;

// display volume of first box

mybox1.volume();

// display volume of second box

mybox2.volume();

}

}

Look closely at the following two lines of code:

mybox1.volume ();

mybox2.volume();

The first line here invokes the volume( ) method on mybox1. That is, it calls volume( ) relative to the mybox1 object, using the object’s name followed by the dot operator. Thus, the call to mybox1.volume( ) displays the volume of the box defined by mybox1.

**Returning a Value**

// Now, volume() returns the volume of a box.

class Box {

double width;

double height;

double depth;

// compute and return volume

double volume() {

return width \* height \* depth;

}

}

class BoxDemo4 {

public static void main(String args[]) {

Box mybox1 = new Box();

Box mybox2 = new Box();

double vol;

// assign values to mybox1's instance variables

mybox1.width = 10;

mybox1.height = 20;

mybox1.depth = 15;

/\* assign different values to mybox2's

instance variables \*/

mybox2.width = 3;

mybox2.height = 6;

mybox2.depth = 9;

// get volume of first box

vol = mybox1.volume();

System.out.println("Volume is " + vol);

// get volume of second box

vol = mybox2.volume();

System.out.println("Volume is " + vol);

}

}

As you can see, when volume( ) is called, it is put on the right side of an assignment

statement. On the left is a variable, in this case vol, that will receive the value returned by

volume( ).

Thus, after

vol = mybox1.volume();

Executes, the value of mybox1.volume( ) is 3,000 and this value then is stored in vol.

There are two important things to understand about returning values:

• The type of data returned by a method must be compatible with the return type

specified by the method.

For example, if the return type of some method is boolean, you could not return an integer.

• The variable receiving the value returned by a method must also be compatible with the return type specified for the method.

**Adding a Method That Takes Parameters**

Parameters allow a method to be generalized. That is, a parameterized method can operate on a variety of data and/or be used in a number of slightly different situations.

Here is a method that returns the square of the number 10:

int square()

{

return 10 \* 10;

}

While this method does, indeed, return the value of 10 squared, its use is very limited.

However, if you modify the method so that it takes a parameter, as shown next, then you

can make square( ) much more useful.

int square(int i)

{

return i \* i;

}

**Constructors**

* A constructor initializes an object immediately upon creation. It has the same name as the class in which it resides and is syntactically similar to a method.
* Once defined, the constructor is automatically called immediately after the object is created, before the new operator completes.
* Constructors look a little strange because they have no return type, not even void. This is because the implicit return type of a class’ constructor is the class type itself.
* It is the constructor’s job to initialize the internal state of an object so that the code creating an instance will have a fully initialized, usable object immediately.

class Box {

double width;

double height;

double depth;

// This is the constructor for Box.

Box() {

System.out.println("Constructing Box");

width = 10;

height = 10;

depth = 10;

}

// compute and return volume

double volume() {

return width \* height \* depth;

}

}

class BoxDemo6 {

public static void main(String args[]) {

// declare, allocate, and initialize Box objects

Box mybox1 = new Box();

Box mybox2 = new Box();

double vol;

// get volume of first box

vol = mybox1.volume();

System.out.println("Volume is " + vol);

// get volume of second box

vol = mybox2.volume();

System.out.println("Volume is " + vol);

}

}

**Parameterized Constructors**

For example, the following version of Box defines a parameterized constructor that sets the dimensions of a box as specified by those parameters.

class Box {

double width;

double height;

double depth;

// This is the constructor for Box.

Box(double w, double h, double d) {

width = w;

height = h;

depth = d;

}

// compute and return volume

double volume() {

return width \* height \* depth;

}

}

class BoxDemo7 {

public static void main(String args[]) {

// declare, allocate, and initialize Box objects

Box mybox1 = new Box(10, 20, 15);

Box mybox2 = new Box(3, 6, 9);

double vol;

// get volume of first box

vol = mybox1.volume();

System.out.println("Volume is " + vol);

// get volume of second box

vol = mybox2.volume();

System.out.println("Volume is " + vol);

}

}

For example, in the following line, Box mybox1 = new Box(10, 20, 15); the values 10, 20, and 15 are passed to the Box( ) constructor when new creates the object. Thus, mybox1’s copy of width, height, and depth will contain the values 10, 20, and 15, respectively.

**The this Keyword**

this can be used inside any method to refer to the current object. That is, this is always a reference to the object on which the method was invoked.

To better understand what this refers to, consider the following version of Box( ):

// A redundant use of this.

Box(double w, double h, double d) {

this.width = w;

this.height = h;

this.depth = d;

}

**Instance Variable Hiding**

As you know, it is illegal in Java to declare two local variables with the same name inside the same or enclosing scopes. Interestingly, you can have local variables, including formal parameters to methods, which overlap with the names of the class’ instance variables. However, when a local variable has the same name as an instance variable, the local variable hides the instance variable. This is why width, height, and depth were not used as the names of the parameters to the Box( ) constructor inside the Box class. If they had been, then width would have referred to the formal parameter, hiding the instance variable width.

Because this lets you refer directly to the object, you can use it to resolve any name space collisions that might occur between instance variables and local variables.

// Use this to resolve name-space collisions.

Box(double width, double height, double depth) {

this.width = width;

this.height = height;

this.depth = depth;

}

**Garbage Collection**

In some languages, such as C++, dynamically allocated objects must be manually released by use of a delete operator. Java takes a different approach; it handles deallocation for you automatically. The technique that accomplishes this is called garbage collection.

It works like this: when no references to an object exist, that object is assumed to be no longer needed, and the memory occupied by the object can be reclaimed. There is no explicit need to destroy objects as in C++. Garbage collection only occurs sporadically (if at all) during the execution of your program. It will not occur simply because one or more objects exist that are no longer used.

**The finalize( ) Method**

Sometimes an object will need to perform some action when it is destroyed. For example, if an object is holding some non-Java resource such as a file handle or character font, then you might want to make sure these resources are freed before an object is destroyed. To handle such situations, Java provides a mechanism called finalization. By using finalization, you can define specific actions that will occur when an object is just about to be reclaimed by the garbage collector.

To add a finalizer to a class, you simply define the finalize( ) method. The Java run time calls that method whenever it is about to recycle an object of that class. Inside the finalize( ) method, you will specify those actions that must be performed before an object is destroyed. The garbage collector runs periodically, checking for objects that are no longer referenced by any running state or indirectly through other referenced objects.

The finalize( ) method has this general form:

protected void finalize( )

{

// finalization code here

}

Here, the keyword protected is a specifier that prevents access to finalize( ) by code defined outside its class. It is important to understand that finalize( ) is only called just prior to garbage collection.

It is not called when an object goes out-of-scope, for example. This means that you cannot know when—or even if—finalize( ) will be executed. Therefore, your program should provide other means of releasing system resources, etc., used by the object. It must not rely on finalize( ) for normal program operation.

A stack stores data using first-in, last-out ordering. That is, a stack is like a stack of plates on a table—the first plate put down on the table is the last plate to be used. Stacks are controlled through two operations traditionally called push and pop. To put an item on top of the stack, you will use push. To take an item off the stack, you will use pop. As you will see, it is easy to encapsulate the entire stack

mechanism.

Here is a class called Stack that implements a stack for up to ten integers:

// This class defines an integer stack that can hold 10 values

class Stack

{ int stck[] = new int[10];

int tos;

// Initialize top-of-stack

Stack() {

tos = -1;

}

// Push an item onto the stack

void push(int item) {

if(tos==9)

System.out.println("Stack is full.");

else

stck[++tos] = item;

}

// Pop an item from the stack

int pop() {

if(tos < 0) {

System.out.println("Stack underflow.");

return 0;

}

else

return stck[tos--];

}

}

class TestStack {

public static void main(String args[]) {

Stack mystack1 = new Stack();

Stack mystack2 = new Stack();

// push some numbers onto the stack

for(int i=0; i<10; i++) mystack1.push(i);

for(int i=10; i<20; i++) mystack2.push(i);

// pop those numbers off the stack

System.out.println("Stack in mystack1:");

for(int i=0; i<10; i++)

System.out.println(mystack1.pop());

System.out.println("Stack in mystack2:");

for(int i=0; i<10; i++)

System.out.println(mystack2.pop());

}

}
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**Overloading Methods**

In Java, it is possible to define two or more methods within the same class that share the same name, as long as their parameter declarations are different. When this is the case, the methods are said to be overloaded, and the process is referred to as *method overloading*. Method overloading is one of the ways that Java supports polymorphism.

When an overloaded method is invoked, Java uses the type and/or number of arguments as its guide to determine which version of the overloaded method to actually call. Thus, overloaded methods must differ in the type and/or number of their parameters. While overloaded methods may have different return types, the return type alone is insufficient to distinguish two versions of a method. When Java encounters a call to an overloaded method, it simply executes the version of the method whose parameters match the arguments used in the call.

Here is a simple example that illustrates method overloading:

// Demonstrate method overloading.

class OverloadDemo {

void test() {

System.out.println("No parameters");

}

// Overload test for one integer parameter.

void test(int a) {

System.out.println("a: " + a);

}

// Overload test for two integer parameters.

void test(int a, int b) {

System.out.println("a and b: " + a + " " + b);

}

// Overload test for a double parameter

double test(double a) {

System.out.println("double a: " + a);

return a\*a;

}

}

class Overload {

public static void main(String args[]) {

OverloadDemo ob = new OverloadDemo();

double result;

// call all versions of test()

ob.test();

ob.test(10);

ob.test(10, 20);

result = ob.test(123.25);

System.out.println("Result of ob.test(123.25): " + result);

}

}

This program generates the following output:

No parameters

a: 10

a and b: 10 20

double a: 123.25

Result of ob.test(123.25): 15190.5625

**When an overloaded method is called, Java looks for a match between the arguments**

**used to call the method and the method’s parameters.**

**However, this match need not always be exact. In some cases, Java’s automatic type conversions can play a role in overload resolution. For example, consider the following program:**

// Automatic type conversions apply to overloading.

class OverloadDemo {

void test() {

System.out.println("No parameters");

}

// Overload test for two integer parameters.

void test(int a, int b) {

System.out.println("a and b: " + a + " " + b);

}

// Overload test for a double parameter

void test(double a) {

System.out.println("Inside test(double) a: " + a);

}

}

class Overload {

public static void main(String args[]) {

OverloadDemo ob = new OverloadDemo();

int i = 88;

ob.test();

ob.test(10, 20);

ob.test(i); // this will invoke test(double)

ob.test(123.2); // this will invoke test(double)

}

}

This program generates the following output:

No parameters

a and b: 10 20

Inside test(double) a: 88

**Inside test(double) a: 123.2**

This version of **OverloadDemo** does not define **test(int)**. Therefore, when **test( )** is called with an integer argument inside **Overload**, no matching method is found. However, Java can automatically convert an integer into a **double**, and this conversion can be used to resolve the call. Therefore, after **test(int)** is not found, Java elevates **i** to **double** and then calls **test(double)**. Of course, if **test(int)** had been defined, it would have been called instead. Java will employ its automatic type conversions only if no exact match is found.

**Method overloading supports polymorphism because it is one way that Java implements**

**the “one interface, multiple methods” paradigm.**

**Overloading Constructors**

**In addition to overloading normal methods, you can also overload constructor methods. In fact, for most real-world classes that you create, overloaded constructors will be the norm, not the exception. To understand why, let’s return to the Box class developed in the preceding chapter. Following is the latest version of Box:**

**class Box {**

**double width;**

**double height;**

**double depth;**

**// This is the constructor for Box.**

**Box(double w, double h, double d) {**

**width = w;**

**height = h;**

**depth = d;**

**}**

**// compute and return volume**

**double volume() {**

**return width \* height \* depth;**

**}**

**}**

**As you can see, the Box( ) constructor requires three parameters. This means that all**

**declarations of Box objects must pass three arguments to the Box( ) constructor. For**

**example, the following statement is currently invalid:**

**Box ob = new Box();**

**Since Box( ) requires three arguments, it’s an error to call it without them. This raises**

**some important questions. What if you simply wanted a box and did not care (or know)**

**what its initial dimensions were? Or, what if you want to be able to initialize a cube by**

**specifying only one value that would be used for all three dimensions? As the Box class is currently written, these other options are not available to you.**

**Fortunately, the solution to these problems is quite easy: simply overload the Box**

**constructor so that it handles the situations just described. Here is a program that contains an improved version of Box that does just that:**

**/\* Here, Box defines three constructors to initialize**

**the dimensions of a box various ways.**

**\*/**

**class Box {**

**double width;**

**double height;**

**double depth;**

**// constructor used when all dimensions specified**

**Box(double w, double h, double d) {**

**width = w;**

**height = h;**

**depth = d;**

**}**

**// constructor used when no dimensions specified**

**Box() {**

**width = -1; // use -1 to indicate**

**height = -1; // an uninitialized**

**depth = -1; // box**

**}**

**// constructor used when cube is created**

**Box(double len) {**

**width = height = depth = len;**

**}**

**// compute and return volume**

**double volume() {**

**return width \* height \* depth;**

**}**

**}**

**class OverloadCons {**

**public static void main(String args[]) {**

**// create boxes using the various constructors**

**Box mybox1 = new Box(10, 20, 15);**

**Box mybox2 = new Box();**

**Box mycube = new Box(7);**

**double vol;**

**// get volume of first box**

**vol = mybox1.volume();**

**System.out.println("Volume of mybox1 is " + vol);**

**// get volume of second box**

**vol = mybox2.volume();**

**System.out.println("Volume of mybox2 is " + vol);**
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**// get volume of cube**

**vol = mycube.volume();**

**System.out.println("Volume of mycube is " + vol);**

**}**

**}**

**The output produced by this program is shown here:**

**Volume of mybox1 is 3000.0**

**Volume of mybox2 is -1.0**

**Volume of mycube is 343.0**

**As you can see, the proper overloaded constructor is called based upon the parameters**

**specified when new is executed.**

**Using Objects as Parameters**

**So far, we have only been using simple types as parameters to methods. However, it is both correct and common to pass objects to methods. For example, consider the following short program:**

**// Objects may be passed to methods.**

**class Test {**

**int a, b;**

**Test(int i, int j) {**

**a = i;**

**b = j;**

**}**

**// return true if o is equal to the invoking object**

**boolean equalTo(Test o) {**

**if(o.a == a && o.b == b) return true;**

**else return false;**

**}**

**}**

**class PassOb {**

**public static void main(String args[]) {**

**Test ob1 = new Test(100, 22);**

**Test ob2 = new Test(100, 22);**

**Test ob3 = new Test(-1, -1);**

**System.out.println("ob1 == ob2: " + ob1.equalTo(ob2));**

**System.out.println("ob1 == ob3: " + ob1.equalTo(ob3));**

**}**

**}**

**This program generates the following output:**

**ob1 == ob2: true**

**ob1 == ob3: false**

**As you can see, the equalTo( ) method inside Test compares two objects for equality**

**and returns the result. That is, it compares the invoking object with the one that it is**

**passed. If they contain the same values, then the method returns true. Otherwise, it returns false. Notice that the parameter o in equalTo( ) specifies Test as its type. Although Test is a class type created by the program, it is used in just the same way as Java’s built-in types.**

**One of the most common uses of object parameters involves constructors. Frequently,**

**you will want to construct a new object so that it is initially the same as some existing object.**

**To do this, you must define a constructor that takes an object of its class as a parameter. For example, the following version of Box allows one object to initialize another:**

**// Here, Box allows one object to initialize another.**

**class Box {**

**double width;**

**double height;**

**double depth;**

**// Notice this constructor. It takes an object of type Box.**

**Box(Box ob) { // pass object to constructor**

**width = ob.width;**

**height = ob.height;**

**depth = ob.depth;**

**}**

**// constructor used when all dimensions specified**

**Box(double w, double h, double d) {**

**width = w;**

**height = h;**

**depth = d;**

**}**

**// constructor used when no dimensions specified**

**Box() {**

**width = -1; // use -1 to indicate**

**height = -1; // an uninitialized**

**depth = -1; // box**

**}**

**// constructor used when cube is created**

**Box(double len) {**

**width = height = depth = len;**

**}**

**// compute and return volume**

**double volume() {**

**return width \* height \* depth;**

**}**

**}**

**class OverloadCons2 {**

**public static void main(String args[]) {**

**// create boxes using the various constructors**
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**Box mybox1 = new Box(10, 20, 15);**

**Box mybox2 = new Box();**

**Box mycube = new Box(7);**

**Box myclone = new Box(mybox1); // create copy of mybox1**

**double vol;**

**// get volume of first box**

**vol = mybox1.volume();**

**System.out.println("Volume of mybox1 is " + vol);**

**// get volume of second box**

**vol = mybox2.volume();**

**System.out.println("Volume of mybox2 is " + vol);**

**// get volume of cube**

**vol = mycube.volume();**

**System.out.println("Volume of cube is " + vol);**

**// get volume of clone**

**vol = myclone.volume();**

**System.out.println("Volume of clone is " + vol);**

**}**

**}**

**As you will see when you begin to create your own classes, providing many forms of**

**constructors is usually required to allow objects to be constructed in a convenient and**

**efficient manner.**

**A Closer Look at Argument Passing**

there are two ways that a computer language can pass an argument to a subroutine.

1. call-by-value. This approach copies the value of an argument into the formal

parameter of the subroutine. Therefore, changes made to the parameter of the subroutine

have no effect on the argument.

1. An argument can be passed is call-by-reference.

In this approach, a reference to an argument (not the value of the argument) is passed to

the parameter. Inside the subroutine, this reference is used to access the actual argument

specified in the call. This means that changes made to the parameter will affect the

argument used to call the subroutine.

***As you will see, although Java uses call-by-value to pass all arguments, the precise effect differs between whether a primitive type or a reference type is passed.***

***When you pass a primitive type to a method, it is passed by value.*** Thus, a copy of the

argument is made, and what occurs to the parameter that receives the argument has no

effect outside the method. For example, consider the following program:

**// Primitive types are passed by value.**

**class Test {**

**void meth(int i, int j) {**

**i \*= 2;**

**j /= 2;**

**}**

**}**

**class CallByValue {**

**public static void main(String args[]) {**

**Test ob = new Test();**

**int a = 15, b = 20;**

**System.out.println("a and b before call: " +**

**a + " " + b);**

**ob.meth(a, b);**

**System.out.println("a and b after call: " +**

**a + " " + b);**

**}**

**}**

**The output from this program is shown here:**

**a and b before call: 15 20**

**a and b after call: 15 20**

**the operations that occur inside meth( ) have no effect on the values of a and b used in the call; their values here did not change to 30 and 10.**

**When you pass an object to a method, the situation changes dramatically, because objects are passed by what is effectively call-by-reference.**

Keep in mind that when you create a variable of a class type, you are only creating a reference to an object. Thus, when you pass this reference to a method, the parameter that receives it will refer to the same object as that referred to by the argument. This effectively means that objects act as if they are passed to methods by use of call-by-reference. Changes to the object inside the method *do* affect the object used as an argument. For example, consider the following program:

**// Objects are passed through their references.**

class Test {

int a, b;

Test(int i, int j) {

a = i;

b = j;

}

// pass an object

void meth(Test o) {

o.a \*= 2;

o.b /= 2;

}

}

class PassObjRef {

public static void main(String args[]) {

Test ob = new Test(15, 20);
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System.out.println("ob.a and ob.b before call: " +

ob.a + " " + ob.b);

ob.meth(ob);

System.out.println("ob.a and ob.b after call: " +

ob.a + " " + ob.b);

}

}

This program generates the following output:

ob.a and ob.b before call: 15 20

ob.a and ob.b after call: 30 10

As you can see, in this case, the actions inside meth( ) have affected the object used as an

argument.

REMEMBER When an object reference is passed to a method, the reference itself is passed by use of

call-by-value. However, since the value being passed refers to an object, the copy of that value will

still refer to the same object that its corresponding argument does.

Returning Objects

A method can return any type of data, including class types that you create. For example, in

the following program, the incrByTen( ) method returns an object in which the value of a is

ten greater than it is in the invoking object.

// Returning an object.

class Test {

int a;

Test(int i) {

a = i;

}

Test incrByTen() {

Test temp = new Test(a+10);

return temp;

}

}

class RetOb {

public static void main(String args[]) {

Test ob1 = new Test(2);

Test ob2;

ob2 = ob1.incrByTen();

System.out.println("ob1.a: " + ob1.a);

System.out.println("ob2.a: " + ob2.a);
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ob2 = ob2.incrByTen();

System.out.println("ob2.a after second increase: "

+ ob2.a);

}

}

The output generated by this program is shown here:

ob1.a: 2

ob2.a: 12

ob2.a after second increase: 22

As you can see, each time incrByTen( ) is invoked, a new object is created, and a reference

to it is returned to the calling routine.

The preceding program makes another important point: Since all objects are

dynamically allocated using new, you don’t need to worry about an object going out-ofscope

because the method in which it was created terminates. The object will continue to

exist as long as there is a reference to it somewhere in your program. When there are no

references to it, the object will be reclaimed the next time garbage collection takes place.

Recursion

Java supports recursion. Recursion is the process of defining something in terms of itself. As

it relates to Java programming, recursion is the attribute that allows a method to call itself.

A method that calls itself is said to be recursive.

The classic example of recursion is the computation of the factorial of a number. The

factorial of a number N is the product of all the whole numbers between 1 and N. For

example, 3 factorial is 1 × 2 × 3 ×, or 6. Here is how a factorial can be computed by use

of a recursive method:

// A simple example of recursion.

class Factorial {

// this is a recursive method

int fact(int n) {

int result;

if(n==1) return 1;

result = fact(n-1) \* n;

return result;

}

}

class Recursion {

public static void main(String args[]) {

Factorial f = new Factorial();

System.out.println("Factorial of 3 is " + f.fact(3));

System.out.println("Factorial of 4 is " + f.fact(4));

System.out.println("Factorial of 5 is " + f.fact(5));

}

}
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The output from this program is shown here:

Factorial of 3 is 6

Factorial of 4 is 24

Factorial of 5 is 120

If you are unfamiliar with recursive methods, then the operation of fact( ) may seem

a bit confusing. Here is how it works. When fact( ) is called with an argument of 1, the

function returns 1; otherwise, it returns the product of fact(n–1)\*n. To evaluate this

expression, fact( ) is called with n–1. This process repeats until n equals 1 and the calls

to the method begin returning.

To better understand how the fact( ) method works, let’s go through a short example.

When you compute the factorial of 3, the first call to fact( ) will cause a second call to be

made with an argument of 2. This invocation will cause fact( ) to be called a third time with

an argument of 1. This call will return 1, which is then multiplied by 2 (the value of n in the

second invocation). This result (which is 2) is then returned to the original invocation of

fact( ) and multiplied by 3 (the original value of n ). This yields the answer, 6. You might

find it interesting to insert println( ) statements into fact( ), which will show at what level

each call is and what the intermediate answers are.

When a method calls itself, new local variables and parameters are allocated storage on

the stack, and the method code is executed with these new variables from the start. As each

recursive call returns, the old local variables and parameters are removed from the stack,

and execution resumes at the point of the call inside the method. Recursive methods could

be said to “telescope” out and back.

Recursive versions of many routines may execute a bit more slowly than the iterative

equivalent because of the added overhead of the additional method calls. Many recursive

calls to a method could cause a stack overrun. Because storage for parameters and local

variables is on the stack and each new call creates a new copy of these variables, it is possible

that the stack could be exhausted. If this occurs, the Java run-time system will cause an

exception. However, you probably will not have to worry about this unless a recursive

routine runs wild.

The main advantage to recursive methods is that they can be used to create clearer and

simpler versions of several algorithms than can their iterative relatives. For example, the

QuickSort sorting algorithm is quite difficult to implement in an iterative way. Also, some

types of AI-related algorithms are most easily implemented using recursive solutions.

When writing recursive methods, you must have an if statement somewhere to force the

method to return without the recursive call being executed. If you don’t do this, once you

call the method, it will never return. This is a very common error in working with recursion.

Use println( ) statements liberally during development so that you can watch what is going

on and abort execution if you see that you have made a mistake.

Here is one more example of recursion. The recursive method printArray( ) prints the

first i elements in the array values.

// Another example that uses recursion.

class RecTest {

int values[];
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RecTest(int i) {

values = new int[i];

}

// display array -- recursively

void printArray(int i) {

if(i==0) return;

else printArray(i-1);

System.out.println("[" + (i-1) + "] " + values[i-1]);

}

}

class Recursion2 {

public static void main(String args[]) {

RecTest ob = new RecTest(10);

int i;

for(i=0; i<10; i++) ob.values[i] = i;

ob.printArray(10);

}

}

This program generates the following output:

[0] 0

[1] 1

[2] 2

[3] 3

[4] 4

[5] 5

[6] 6

[7] 7

[8] 8

[9] 9

Introducing Access Control

As you know, encapsulation links data with the code that manipulates it. However,

encapsulation provides another important attribute: access control. Through encapsulation,

you can control what parts of a program can access the members of a class. By controlling

access, you can prevent misuse. For example, allowing access to data only through a welldefined

set of methods, you can prevent the misuse of that data. Thus, when correctly

implemented, a class creates a “black box” which may be used, but the inner workings of

which are not open to tampering. However, the classes that were presented earlier do not

completely meet this goal. For example, consider the Stack class shown at the end of

Chapter 6. While it is true that the methods push( ) and pop( ) do provide a controlled

interface to the stack, this interface is not enforced. That is, it is possible for another part of

the program to bypass these methods and access the stack directly. Of course, in the wrong

hands, this could lead to trouble. In this section, you will be introduced to the mechanism

by which you can precisely control access to the various members of a class.
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How a member can be accessed is determined by the access modifier attached to its

declaration. Java supplies a rich set of access modifiers. Some aspects of access control are

related mostly to inheritance or packages. (A package is, essentially, a grouping of classes.)

These parts of Java’s access control mechanism will be discussed later. Here, let’s begin by

examining access control as it applies to a single class. Once you understand the fundamentals

of access control, the rest will be easy.

Java’s access modifiers are public, private, and protected. Java also defines a default

access level. protected applies only when inheritance is involved. The other access modifiers

are described next.

Let’s begin by defining public and private. When a member of a class is modified by

public, then that member can be accessed by any other code. When a member of a class is

specified as private, then that member can only be accessed by other members of its class.

Now you can understand why main( ) has always been preceded by the public modifier. It

is called by code that is outside the program—that is, by the Java run-time system. When

no access modifier is used, then by default the member of a class is public within its own

package, but cannot be accessed outside of its package. (Packages are discussed in the

following chapter.)

In the classes developed so far, all members of a class have used the default access

mode. However, this is not what you will typically want to be the case. Usually, you will want

to restrict access to the data members of a class—allowing access only through methods.

Also, there will be times when you will want to define methods that are private to a class.

An access modifier precedes the rest of a member’s type specification. That is, it must

begin a member’s declaration statement. Here is an example:

public int i;

private double j;

private int myMethod(int a, char b) { //...

To understand the effects of public and private access, consider the following program:

/\* This program demonstrates the difference between

public and private.

\*/

class Test {

int a; // default access

public int b; // public access

private int c; // private access

// methods to access c

void setc(int i) { // set c's value

c = i;

}

int getc() { // get c's value

return c;

}

}
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class AccessTest {

public static void main(String args[]) {

Test ob = new Test();

// These are OK, a and b may be accessed directly

ob.a = 10;

ob.b = 20;

// This is not OK and will cause an error

// ob.c = 100; // Error!

// You must access c through its methods

ob.setc(100); // OK

System.out.println("a, b, and c: " + ob.a + " " +

ob.b + " " + ob.getc());

}

}

As you can see, inside the Test class, a uses default access, which for this example is

the same as specifying public. b is explicitly specified as public. Member c is given private

access. This means that it cannot be accessed by code outside of its class. So, inside the

AccessTest class, c cannot be used directly. It must be accessed through its public methods:

setc( ) and getc( ). If you were to remove the comment symbol from the beginning of the

following line,

// ob.c = 100; // Error!

then you would not be able to compile this program because of the access violation.

To see how access control can be applied to a more practical example, consider the

following improved version of the Stack class shown at the end of Chapter 6.

// This class defines an integer stack that can hold 10 values.

class Stack {

/\* Now, both stck and tos are private. This means

that they cannot be accidentally or maliciously

altered in a way that would be harmful to the stack.

\*/

private int stck[] = new int[10];

private int tos;

// Initialize top-of-stack

Stack() {

tos = -1;

}

// Push an item onto the stack

void push(int item) {

if(tos==9)

System.out.println("Stack is full.");

else

stck[++tos] = item;

}
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// Pop an item from the stack

int pop() {

if(tos < 0) {

System.out.println("Stack underflow.");

return 0;

}

else

return stck[tos--];

}

}

As you can see, now both stck, which holds the stack, and tos, which is the index of the

top of the stack, are specified as private. This means that they cannot be accessed or altered

except through push( ) and pop( ). Making tos private, for example, prevents other parts of

your program from inadvertently setting it to a value that is beyond the end of the stck array.

The following program demonstrates the improved Stack class. Try removing the

commented-out lines to prove to yourself that the stck and tos members are, indeed,

inaccessible.

class TestStack {

public static void main(String args[]) {

Stack mystack1 = new Stack();

Stack mystack2 = new Stack();

// push some numbers onto the stack

for(int i=0; i<10; i++) mystack1.push(i);

for(int i=10; i<20; i++) mystack2.push(i);

// pop those numbers off the stack

System.out.println("Stack in mystack1:");

for(int i=0; i<10; i++)

System.out.println(mystack1.pop());

System.out.println("Stack in mystack2:");

for(int i=0; i<10; i++)

System.out.println(mystack2.pop());

// these statements are not legal

// mystack1.tos = -2;

// mystack2.stck[3] = 100;

}

}

Although methods will usually provide access to the data defined by a class, this does

not always have to be the case. It is perfectly proper to allow an instance variable to be

public when there is good reason to do so. For example, most of the simple classes in this

book were created with little concern about controlling access to instance variables for the

sake of simplicity. However, in most real-world classes, you will need to allow operations on

data only through methods. The next chapter will return to the topic of access control. As

you will see, it is particularly important when inheritance is involved.
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Understanding static

There will be times when you will want to define a class member that will be used

independently of any object of that class. Normally, a class member must be accessed only

in conjunction with an object of its class. However, it is possible to create a member that can

be used by itself, without reference to a specific instance. To create such a member, precede

its declaration with the keyword static. When a member is declared static, it can be accessed

before any objects of its class are created, and without reference to any object. You can declare

both methods and variables to be static. The most common example of a static member is

main( ). main( ) is declared as static because it must be called before any objects exist.

Instance variables declared as static are, essentially, global variables. When objects of

its class are declared, no copy of a static variable is made. Instead, all instances of the class

share the same static variable.

Methods declared as static have several restrictions:

• They can only directly call other static methods.

• They can only directly access static data.

• They cannot refer to this or super in any way. (The keyword super relates to

inheritance and is described in the next chapter.)

If you need to do computation in order to initialize your static variables, you can

declare a static block that gets executed exactly once, when the class is first loaded. The

following example shows a class that has a static method, some static variables, and a static

initialization block:

// Demonstrate static variables, methods, and blocks.

class UseStatic {

static int a = 3;

static int b;

static void meth(int x) {

System.out.println("x = " + x);

System.out.println("a = " + a);

System.out.println("b = " + b);

}

static {

System.out.println("Static block initialized.");

b = a \* 4;

}

public static void main(String args[]) {

meth(42);

}

}

As soon as the UseStatic class is loaded, all of the static statements are run. First, a is

set to 3, then the static block executes, which prints a message and then initializes b to a\*4

or 12. Then main( ) is called, which calls meth( ), passing 42 to x. The three println( )

statements refer to the two static variables a and b, as well as to the local variable x.
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Here is the output of the program:

Static block initialized.

x = 42

a = 3

b = 12

Outside of the class in which they are defined, static methods and variables can be

used independently of any object. To do so, you need only specify the name of their class

followed by the dot operator. For example, if you wish to call a static method from outside

its class, you can do so using the following general form:

classname.method( )

Here, classname is the name of the class in which the static method is declared. As you

can see, this format is similar to that used to call non-static methods through objectreference

variables. A static variable can be accessed in the same way—by use of the dot

operator on the name of the class. This is how Java implements a controlled version of

global methods and global variables.

Here is an example. Inside main( ), the static method callme( ) and the static variable b

are accessed through their class name StaticDemo.

class StaticDemo {

static int a = 42;

static int b = 99;

static void callme() {

System.out.println("a = " + a);

}

}

class StaticByName {

public static void main(String args[]) {

StaticDemo.callme();

System.out.println("b = " + StaticDemo.b);

}

}

Here is the output of this program:

a = 42

b = 99

Introducing final

A field can be declared as final. Doing so prevents its contents from being modified,

making it, essentially, a constant. This means that you must initialize a final field when

it is declared. You can do this in one of two ways: First, you can give it a value when it is

declared. Second, you can assign it a value within a constructor. The first approach is the

most common. Here is an example:
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final int FILE\_NEW = 1;

final int FILE\_OPEN = 2;

final int FILE\_SAVE = 3;

final int FILE\_SAVEAS = 4;

final int FILE\_QUIT = 5;

Subsequent parts of your program can now use FILE\_OPEN, etc., as if they were constants,

without fear that a value has been changed. It is a common coding convention to choose all

uppercase identifiers for final fields, as this example shows.

In addition to fields, both method parameters and local variables can be declared final.

Declaring a parameter final prevents it from being changed within the method. Declaring a

local variable final prevents it from being assigned a value more than once.

The keyword final can also be applied to methods, but its meaning is substantially

different than when it is applied to variables. This additional usage of final is described

in the next chapter, when inheritance is described.

Arrays Revisited

Arrays were introduced earlier in this book, before classes had been discussed. Now that

you know about classes, an important point can be made about arrays: they are implemented

as objects. Because of this, there is a special array attribute that you will want to take

advantage of. Specifically, the size of an array—that is, the number of elements that an array

can hold—is found in its length instance variable. All arrays have this variable, and it will

always hold the size of the array. Here is a program that demonstrates this property:

// This program demonstrates the length array member.

class Length {

public static void main(String args[]) {

int a1[] = new int[10];

int a2[] = {3, 5, 7, 1, 8, 99, 44, -10};

int a3[] = {4, 3, 2, 1};

System.out.println("length of a1 is " + a1.length);

System.out.println("length of a2 is " + a2.length);

System.out.println("length of a3 is " + a3.length);

}

}

This program displays the following output:

length of a1 is 10

length of a2 is 8

length of a3 is 4

As you can see, the size of each array is displayed. Keep in mind that the value of length

has nothing to do with the number of elements that are actually in use. It only reflects the

number of elements that the array is designed to hold.

You can put the length member to good use in many situations. For example, here is

an improved version of the Stack class. As you might recall, the earlier versions of this class
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always created a ten-element stack. The following version lets you create stacks of any size.

The value of stck.length is used to prevent the stack from overflowing.

// Improved Stack class that uses the length array member.

class Stack {

private int stck[];

private int tos;

// allocate and initialize stack

Stack(int size) {

stck = new int[size];

tos = -1;

}

// Push an item onto the stack

void push(int item) {

if(tos==stck.length-1) // use length member

System.out.println("Stack is full.");

else

stck[++tos] = item;

}

// Pop an item from the stack

int pop() {

if(tos < 0) {

System.out.println("Stack underflow.");

return 0;

}

else

return stck[tos--];

}

}

class TestStack2 {

public static void main(String args[]) {

Stack mystack1 = new Stack(5);

Stack mystack2 = new Stack(8);

// push some numbers onto the stack

for(int i=0; i<5; i++) mystack1.push(i);

for(int i=0; i<8; i++) mystack2.push(i);

// pop those numbers off the stack

System.out.println("Stack in mystack1:");

for(int i=0; i<5; i++)

System.out.println(mystack1.pop());

System.out.println("Stack in mystack2:");

for(int i=0; i<8; i++)

System.out.println(mystack2.pop());

}

}
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Notice that the program creates two stacks: one five elements deep and the other eight

elements deep. As you can see, the fact that arrays maintain their own length information

makes it easy to create stacks of any size.

Introducing Nested and Inner Classes

It is possible to define a class within another class; such classes are known as nested classes.

The scope of a nested class is bounded by the scope of its enclosing class. Thus, if class B is

defined within class A, then B does not exist independently of A. A nested class has access

to the members, including private members, of the class in which it is nested. However, the

enclosing class does not have access to the members of the nested class. A nested class that

is declared directly within its enclosing class scope is a member of its enclosing class. It is

also possible to declare a nested class that is local to a block.

There are two types of nested classes: static and non-static. A static nested class is one

that has the static modifier applied. Because it is static, it must access the non-static members

of its enclosing class through an object. That is, it cannot refer to non-static members of its

enclosing class directly. Because of this restriction, static nested classes are seldom used.

The most important type of nested class is the inner class. An inner class is a non-static

nested class. It has access to all of the variables and methods of its outer class and may refer

to them directly in the same way that other non-static members of the outer class do.

The following program illustrates how to define and use an inner class. The class named

Outer has one instance variable named outer\_x, one instance method named test( ), and

defines one inner class called Inner.

// Demonstrate an inner class.

class Outer {

int outer\_x = 100;

void test() {

Inner inner = new Inner();

inner.display();

}

// this is an inner class

class Inner {

void display() {

System.out.println("display: outer\_x = " + outer\_x);

}

}

}

class InnerClassDemo {

public static void main(String args[]) {

Outer outer = new Outer();

outer.test();

}

}
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Output from this application is shown here:

display: outer\_x = 100

In the program, an inner class named Inner is defined within the scope of class Outer.

Therefore, any code in class Inner can directly access the variable outer\_x. An instance

method named display( ) is defined inside Inner. This method displays outer\_x on the

standard output stream. The main( ) method of InnerClassDemo creates an instance of

class Outer and invokes its test( ) method. That method creates an instance of class Inner

and the display( ) method is called.

It is important to realize that an instance of Inner can be created only in the context of

class Outer. The Java compiler generates an error message otherwise. In general, an inner

class instance is often created by code within its enclosing scope, as the example does.

As explained, an inner class has access to all of the members of its enclosing class, but

the reverse is not true. Members of the inner class are known only within the scope of the

inner class and may not be used by the outer class. For example,

// This program will not compile.

class Outer {

int outer\_x = 100;

void test() {

Inner inner = new Inner();

inner.display();

}

// this is an inner class

class Inner {

int y = 10; // y is local to Inner

void display() {

System.out.println("display: outer\_x = " + outer\_x);

}

}

void showy() {

System.out.println(y); // error, y not known here!

}

}

class InnerClassDemo {

public static void main(String args[]) {

Outer outer = new Outer();

outer.test();

}

}

Here, y is declared as an instance variable of Inner. Thus, it is not known outside of that

class and it cannot be used by showy( ).
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Although we have been focusing on inner classes declared as members within an outer

class scope, it is possible to define inner classes within any block scope. For example, you

can define a nested class within the block defined by a method or even within the body of

a for loop, as this next program shows:

// Define an inner class within a for loop.

class Outer {

int outer\_x = 100;

void test() {

for(int i=0; i<10; i++) {

class Inner {

void display() {

System.out.println("display: outer\_x = " + outer\_x);

}

}

Inner inner = new Inner();

inner.display();

}

}

}

class InnerClassDemo {

public static void main(String args[]) {

Outer outer = new Outer();

outer.test();

}

}

The output from this version of the program is shown here:

display: outer\_x = 100

display: outer\_x = 100

display: outer\_x = 100

display: outer\_x = 100

display: outer\_x = 100

display: outer\_x = 100

display: outer\_x = 100

display: outer\_x = 100

display: outer\_x = 100

display: outer\_x = 100

While nested classes are not applicable to all situations, they are particularly helpful

when handling events. We will return to the topic of nested classes in Chapter 24. There

you will see how inner classes can be used to simplify the code needed to handle certain

types of events. You will also learn about anonymous inner classes, which are inner classes that

don’t have a name.

One final point: Nested classes were not allowed by the original 1.0 specification for

Java. They were added by Java 1.1.
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Exploring the String Class

Although the String class will be examined in depth in Part II of this book, a short

exploration of it is warranted now, because we will be using strings in some of the example

programs shown toward the end of Part I. String is probably the most commonly used class

in Java’s class library. The obvious reason for this is that strings are a very important part of

programming.

The first thing to understand about strings is that every string you create is actually an

object of type String. Even string constants are actually String objects. For example, in the

statement

System.out.println("This is a String, too");

the string "This is a String, too" is a String object.

The second thing to understand about strings is that objects of type String are immutable;

once a String object is created, its contents cannot be altered. While this may seem like a

serious restriction, it is not, for two reasons:

• If you need to change a string, you can always create a new one that contains the

modifications.

• Java defines peer classes of String, called StringBuffer and StringBuilder, which

allow strings to be altered, so all of the normal string manipulations are still

available in Java. (StringBuffer and StringBuilder are described in Part II of this

book.)

Strings can be constructed in a variety of ways. The easiest is to use a statement like this:

String myString = "this is a test";

Once you have created a String object, you can use it anywhere that a string is allowed.

For example, this statement displays myString:

System.out.println(myString);

Java defines one operator for String objects: +. It is used to concatenate two strings. For

example, this statement

String myString = "I" + " like " + "Java.";

results in myString containing "I like Java."

The following program demonstrates the preceding concepts:

// Demonstrating Strings.

class StringDemo {

public static void main(String args[]) {

String strOb1 = "First String";

String strOb2 = "Second String";

String strOb3 = strOb1 + " and " + strOb2;

System.out.println(strOb1);
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System.out.println(strOb2);

System.out.println(strOb3);

}

}

The output produced by this program is shown here:

First String

Second String

First String and Second String

The String class contains several methods that you can use. Here are a few. You can test

two strings for equality by using equals( ). You can obtain the length of a string by calling

the length( ) method. You can obtain the character at a specified index within a string by

calling charAt( ). The general forms of these three methods are shown here:

boolean equals(secondStr)

int length( )

char charAt(index)

Here is a program that demonstrates these methods:

// Demonstrating some String methods.

class StringDemo2 {

public static void main(String args[]) {

String strOb1 = "First String";

String strOb2 = "Second String";

String strOb3 = strOb1;

System.out.println("Length of strOb1: " +

strOb1.length());

System.out.println("Char at index 3 in strOb1: " +

strOb1.charAt(3));

if(strOb1.equals(strOb2))

System.out.println("strOb1 == strOb2");

else

System.out.println("strOb1 != strOb2");

if(strOb1.equals(strOb3))

System.out.println("strOb1 == strOb3");

else

System.out.println("strOb1 != strOb3");

}

}

This program generates the following output:

Length of strOb1: 12

Char at index 3 in strOb1: s

strOb1 != strOb2

strOb1 == strOb3
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Of course, you can have arrays of strings, just like you can have arrays of any other type

of object. For example:

// Demonstrate String arrays.

class StringDemo3 {

public static void main(String args[]) {

String str[] = { "one", "two", "three" };

for(int i=0; i<str.length; i++)

System.out.println("str[" + i + "]: " +

str[i]);

}

}

Here is the output from this program:

str[0]: one

str[1]: two

str[2]: three

As you will see in the following section, string arrays play an important part in many Java

programs.

Using Command-Line Arguments

Sometimes you will want to pass information into a program when you run it. This is

accomplished by passing command-line arguments to main( ). A command-line argument is

the information that directly follows the program’s name on the command line when it is

executed. To access the command-line arguments inside a Java program is quite easy—they

are stored as strings in a String array passed to the args parameter of main( ). The first

command-line argument is stored at args[0], the second at args[1], and so on. For example,

the following program displays all of the command-line arguments that it is called with:

// Display all command-line arguments.

class CommandLine {

public static void main(String args[]) {

for(int i=0; i<args.length; i++)

System.out.println("args[" + i + "]: " +

args[i]);

}

}

Try executing this program, as shown here:

java CommandLine this is a test 100 -1

When you do, you will see the following output:

args[0]: this

args[1]: is

args[2]: a

args[3]: test

args[4]: 100

args[5]: -1
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REMEMBER All command-line arguments are passed as strings. You must convert numeric values to

their internal forms manually, as explained in Chapter 17.

Varargs: Variable-Length Arguments

Beginning with JDK 5, Java has included a feature that simplifies the creation of methods

that need to take a variable number of arguments. This feature is called varargs and it is

short for variable-length arguments. A method that takes a variable number of arguments is

called a variable-arity method, or simply a varargs method.

Situations that require that a variable number of arguments be passed to a method are

not unusual. For example, a method that opens an Internet connection might take a user

name, password, filename, protocol, and so on, but supply defaults if some of this information

is not provided. In this situation, it would be convenient to pass only the arguments to

which the defaults did not apply. Another example is the printf( ) method that is part of

Java’s I/O library. As you will see in Chapter 20, it takes a variable number of arguments,

which it formats and then outputs.

Prior to JDK 5, variable-length arguments could be handled two ways, neither of which

was particularly pleasing. First, if the maximum number of arguments was small and known,

then you could create overloaded versions of the method, one for each way the method

could be called. Although this works and is suitable for some cases, it applies to only a

narrow class of situations.

In cases where the maximum number of potential arguments was larger, or unknowable,

a second approach was used in which the arguments were put into an array, and then the

array was passed to the method. This approach is illustrated by the following program:

// Use an array to pass a variable number of

// arguments to a method. This is the old-style

// approach to variable-length arguments.

class PassArray {

static void vaTest(int v[]) {

System.out.print("Number of args: " + v.length +

" Contents: ");

for(int x : v)

System.out.print(x + " ");

System.out.println();

}

public static void main(String args[])

{

// Notice how an array must be created to

// hold the arguments.

int n1[] = { 10 };

int n2[] = { 1, 2, 3 };

int n3[] = { };

vaTest(n1); // 1 arg

vaTest(n2); // 3 args

vaTest(n3); // no args

}

}
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The output from the program is shown here:

Number of args: 1 Contents: 10

Number of args: 3 Contents: 1 2 3

Number of args: 0 Contents:

In the program, the method vaTest( ) is passed its arguments through the array v. This

old-style approach to variable-length arguments does enable vaTest( ) to take an arbitrary

number of arguments. However, it requires that these arguments be manually packaged

into an array prior to calling vaTest( ). Not only is it tedious to construct an array each time

vaTest( ) is called, it is potentially error-prone. The varargs feature offers a simpler, better

option.

A variable-length argument is specified by three periods (…). For example, here is how

vaTest( ) is written using a vararg:

static void vaTest(int ... v) {

This syntax tells the compiler that vaTest( ) can be called with zero or more arguments. As a

result, v is implicitly declared as an array of type int[ ]. Thus, inside vaTest( ), v is accessed

using the normal array syntax. Here is the preceding program rewritten using a vararg:

// Demonstrate variable-length arguments.

class VarArgs {

// vaTest() now uses a vararg.

static void vaTest(int ... v) {

System.out.print("Number of args: " + v.length +

" Contents: ");

for(int x : v)

System.out.print(x + " ");

System.out.println();

}

public static void main(String args[])

{

// Notice how vaTest() can be called with a

// variable number of arguments.

vaTest(10); // 1 arg

vaTest(1, 2, 3); // 3 args

vaTest(); // no args

}

}

The output from the program is the same as the original version.

There are two important things to notice about this program. First, as explained, inside

vaTest( ), v is operated on as an array. This is because v is an array. The … syntax simply tells

the compiler that a variable number of arguments will be used, and that these arguments will

be stored in the array referred to by v. Second, in main( ), vaTest( ) is called with different

numbers of arguments, including no arguments at all. The arguments are automatically put

in an array and passed to v. In the case of no arguments, the length of the array is zero.
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A method can have “normal” parameters along with a variable-length parameter.

However, the variable-length parameter must be the last parameter declared by the

method. For example, this method declaration is perfectly acceptable:

int doIt(int a, int b, double c, int ... vals) {

In this case, the first three arguments used in a call to doIt( ) are matched to the first three

parameters. Then, any remaining arguments are assumed to belong to vals.

Remember, the varargs parameter must be last. For example, the following declaration

is incorrect:

int doIt(int a, int b, double c, int ... vals, boolean stopFlag) { // Error!

Here, there is an attempt to declare a regular parameter after the varargs parameter, which

is illegal.

There is one more restriction to be aware of: there must be only one varargs parameter.

For example, this declaration is also invalid:

int doIt(int a, int b, double c, int ... vals, double ... morevals) { // Error!

The attempt to declare the second varargs parameter is illegal.

Here is a reworked version of the vaTest( ) method that takes a regular argument and a

variable-length argument:

// Use varargs with standard arguments.

class VarArgs2 {

// Here, msg is a normal parameter and v is a

// varargs parameter.

static void vaTest(String msg, int ... v) {

System.out.print(msg + v.length +

" Contents: ");

for(int x : v)

System.out.print(x + " ");

System.out.println();

}

public static void main(String args[])

{

vaTest("One vararg: ", 10);

vaTest("Three varargs: ", 1, 2, 3);

vaTest("No varargs: ");

}

}

The output from this program is shown here:

One vararg: 1 Contents: 10

Three varargs: 3 Contents: 1 2 3

No varargs: 0 Contents:
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Overloading Vararg Methods

You can overload a method that takes a variable-length argument. For example, the

following program overloads vaTest( ) three times:

// Varargs and overloading.

class VarArgs3 {

static void vaTest(int ... v) {

System.out.print("vaTest(int ...): " +

"Number of args: " + v.length +

" Contents: ");

for(int x : v)

System.out.print(x + " ");

System.out.println();

}

static void vaTest(boolean ... v) {

System.out.print("vaTest(boolean ...) " +

"Number of args: " + v.length +

" Contents: ");

for(boolean x : v)

System.out.print(x + " ");

System.out.println();

}

static void vaTest(String msg, int ... v) {

System.out.print("vaTest(String, int ...): " +

msg + v.length +

" Contents: ");

for(int x : v)

System.out.print(x + " ");

System.out.println();

}

public static void main(String args[])

{

vaTest(1, 2, 3);

vaTest("Testing: ", 10, 20);

vaTest(true, false, false);

}

}

The output produced by this program is shown here:

vaTest(int ...): Number of args: 3 Contents: 1 2 3

vaTest(String, int ...): Testing: 2 Contents: 10 20

vaTest(boolean ...) Number of args: 3 Contents: true false false
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This program illustrates both ways that a varargs method can be overloaded. First, the types

of its vararg parameter can differ. This is the case for vaTest(int ...) and vaTest(boolean ...).

Remember, the ... causes the parameter to be treated as an array of the specified type.

Therefore, just as you can overload methods by using different types of array parameters,

you can overload vararg methods by using different types of varargs. In this case, Java uses

the type difference to determine which overloaded method to call.

The second way to overload a varargs method is to add one or more normal parameters.

This is what was done with vaTest(String, int ...). In this case, Java uses both the number of

arguments and the type of the arguments to determine which method to call.

NOTE A varargs method can also be overloaded by a non-varargs method. For example, vaTest(int x)

is a valid overload of vaTest( ) in the foregoing program. This version is invoked only when one int

argument is present. When two or more int arguments are passed, the varargs version vaTest (int…v)

is used.

Varargs and Ambiguity

Somewhat unexpected errors can result when overloading a method that takes a variablelength

argument. These errors involve ambiguity because it is possible to create an

ambiguous call to an overloaded varargs method. For example, consider the following

program:

// Varargs, overloading, and ambiguity.

//

// This program contains an error and will

// not compile!

class VarArgs4 {

static void vaTest(int ... v) {

System.out.print("vaTest(int ...): " +

"Number of args: " + v.length +

" Contents: ");

for(int x : v)

System.out.print(x + " ");

System.out.println();

}

static void vaTest(boolean ... v) {

System.out.print("vaTest(boolean ...) " +

"Number of args: " + v.length +

" Contents: ");

for(boolean x : v)

System.out.print(x + " ");

System.out.println();

}

public static void main(String args[])

{
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vaTest(1, 2, 3); // OK

vaTest(true, false, false); // OK

vaTest(); // Error: Ambiguous!

}

}

In this program, the overloading of vaTest( ) is perfectly correct. However, this program will

not compile because of the following call:

vaTest(); // Error: Ambiguous!

Because the vararg parameter can be empty, this call could be translated into a call to

vaTest(int …) or vaTest(boolean …). Both are equally valid. Thus, the call is inherently

ambiguous.

Here is another example of ambiguity. The following overloaded versions of vaTest( )

are inherently ambiguous even though one takes a normal parameter:

static void vaTest(int ... v) { // ...

static void vaTest(int n, int ... v) { // ...

Although the parameter lists of vaTest( ) differ, there is no way for the compiler to

resolve the following call:

vaTest(1)

Does this translate into a call to vaTest(int …), with one varargs argument, or into a call to

vaTest(int, int …) with no varargs arguments? There is no way for the compiler to answer

this question. Thus, the situation is ambiguous.

Because of ambiguity errors like those just shown, sometimes you will need to forego

overloading and simply use two different method names. Also, in some cases, ambiguity

errors expose a conceptual flaw in your code, which you can remedy by more carefully

crafting a solution.

**Inheritance**

**Inheritance Basics**

To inherit a class, you simply incorporate the definition of one class into another by using the extends keyword.

The following program creates a superclass called A and a subclass called B. Notice how the keyword extends is used to create a subclass of A.

// A simple example of inheritance.

// Create a superclass.

class A {

int i, j;

void showij() {

System.out.println("i and j: " + i + " " + j);

}

}

// Create a subclass by extending class A.

class B extends A {

int k;

void showk() {

System.out.println("k: " + k);

}

void sum() {

System.out.println("i+j+k: " + (i+j+k));

}

}

class SimpleInheritance {

public static void main(String args[]) {

A superOb = new A();

B subOb = new B();

// The superclass may be used by itself.

superOb.i = 10;

superOb.j = 20;

System.out.println("Contents of superOb: ");

superOb.showij();

System.out.println();

/\* The subclass has access to all public members of

its superclass. \*/

subOb.i = 7;

subOb.j = 8;

subOb.k = 9;

System.out.println("Contents of subOb: ");

subOb.showij();

subOb.showk();

System.out.println();

System.out.println("Sum of i, j and k in subOb:");

subOb.sum();

}

}

As you can see, the subclass B includes all of the members of its superclass, A. This is why subOb can access i and j and call showij( ). Also, inside sum( ), i and j can be referred to directly, as if they were part of B. Even though A is a superclass for B, it is also a completely independent, stand-alone class. Being a superclass for a subclass does not mean that the superclass cannot be used by itself. Further, a subclass can be a superclass for another subclass.

**Member Access and Inheritance**

Although a subclass includes all of the members of its superclass, it cannot access those members of the superclass that have been declared as private. For example, consider the following simple class hierarchy:

/\* In a class hierarchy, private members remain

private to their class.

This program contains an error and will not compile.

\*/

// Create a superclass.

class A {

int i; // public by default

private int j; // private to A

void setij(int x, int y) {

i = x;

j = y;

}

}

// A's j is not accessible here.

class B extends A {

int total;

void sum() {

total = i + j; // ERROR, j is not accessible here

}

}

class Access {

public static void main(String args[]) {

B subOb = new B();

subOb.setij(10, 12);

subOb.sum();

System.out.println("Total is " + subOb.total);

}

}

This program will not compile because the reference to j inside the sum( ) method of B causes an access violation. Since j is declared as private, it is only accessible by other members of its own class. Subclasses have no access to it.

**A Superclass Variable Can Reference a Subclass Object**

A reference variable of a superclass can be assigned a reference to any subclass derived from that superclass.

For example, consider the following:

class RefDemo {

public static void main(String args[]) {

BoxWeight weightbox = new BoxWeight(3, 5, 7, 8.37);

Box plainbox = new Box();

double vol;

vol = weightbox.volume();

System.out.println("Volume of weightbox is " + vol);

System.out.println("Weight of weightbox is " +

weightbox.weight);

System.out.println();

// assign BoxWeight reference to Box reference

plainbox = weightbox;

vol = plainbox.volume(); // OK, volume() defined in Box

System.out.println("Volume of plainbox is " + vol);

/\* The following statement is invalid because plainbox

does not define a weight member. \*/

// System.out.println("Weight of plainbox is " + plainbox.weight);

}

}

weightbox is a reference to BoxWeight objects, and plainbox is a reference to Box objects. Since BoxWeight is a subclass of Box, it is permissible to assign plainbox a reference to the weightbox object.

It is important to understand that it is the type of the reference variable—not the type of the object that it refers to—that determines what members can be accessed. That is, when a reference to a subclass object is assigned to a superclass reference variable, you will have access only to those parts of the object defined by the superclass. This is why plainbox can’t access weight even when it refers to a BoxWeight object.

**Using super**

The **super** keyword in java is a reference variable which is used to refer immediate parent class object.

Whenever you create the instance of subclass, an instance of parent class is created implicitly which is referred by super reference variable.

Usage of java super Keyword

1. super can be used to refer immediate parent class instance variable.
2. super can be used to invoke immediate parent class method.
3. super() can be used to invoke immediate parent class constructor.

class Animal{

String color="white";

}

class Dog extends Animal{

String color="black";

void printColor(){

System.out.println(color);//prints color of Dog class

System.out.println(super.color);//prints color of Animal class

}

}

class TestSuper1{

public static void main(String args[]){

Dog d=new Dog();

d.printColor();

}}

**super can be used to invoke parent class method**

The super keyword can also be used to invoke parent class method. It should be used if subclass contains the same method as parent class. In other words, it is used if method is overridden.

class Animal{

void eat(){System.out.println("eating...");}

}

class Dog extends Animal{

void eat(){System.out.println("eating bread...");}

void bark(){System.out.println("barking...");}

void work(){

super.eat();

bark();

}

}

class TestSuper2{

public static void main(String args[]){

Dog d=new Dog();

d.work();

}}

**super is used to invoke parent class constructor.**

lass Animal{

Animal(){System.out.println("animal is created");}

}

class Dog extends Animal{

Dog(){

super();

System.out.println("dog is created");

}

}

class TestSuper3{

public static void main(String args[]){

Dog d=new Dog();

}}

General Example

**class** Person{

**int** id;

String name;

Person(**int** id,String name){

**this**.id=id;

**this**.name=name;

}

}

**class** Emp **extends** Person{

**float** salary;

Emp(**int** id,String name,**float** salary){

**super**(id,name);//reusing parent constructor

**this**.salary=salary;

}

**void** display(){System.out.println(id+" "+name+" "+salary);}

}

**class** TestSuper5{

**public** **static** **void** main(String[] args){

Emp e1=**new** Emp(1,"ankit",45000f);

e1.display();

}}

**Creating a Multilevel Hierarchy**

Can build hierarchies that contain as many layers of inheritance as you like. As mentioned, it is perfectly acceptable to use a subclass as a superclass of another. For example, given three classes called A, B, and C, C can be a subclass of B, which is a subclass of A. When this type of situation occurs, each subclass inherits all of the traits found in all of its superclasses.

class Box {

private double width;

private double height;

private double depth;

// construct clone of an object

Box(Box ob) { // pass object to constructor

width = ob.width;

height = ob.height;

depth = ob.depth;

}

// constructor used when all dimensions specified

Box(double w, double h, double d) {

width = w;

height = h;

depth = d;

}

// constructor used when no dimensions specified

Box() {

width = -1; // use -1 to indicate

height = -1; // an uninitialized

depth = -1; // box

}

// constructor used when cube is created

Box(double len) {

width = height = depth = len;

}

// compute and return volume

double volume() {

return width \* height \* depth;

}

}

// Add weight.

class BoxWeight extends Box {

double weight; // weight of box

// construct clone of an object

BoxWeight(BoxWeight ob) { // pass object to constructor

super(ob);

weight = ob.weight;

}

// constructor when all parameters are specified

BoxWeight(double w, double h, double d, double m) {

super(w, h, d)

// constructor used when cube is created

BoxWeight(double len, double m) {

super(len);

weight = m;

}

}

// Add shipping costs.

class Shipment extends BoxWeight {

double cost;

// construct clone of an object

Shipment(Shipment ob) { // pass object to constructor

super(ob);

cost = ob.cost;

}

// constructor when all parameters are specified

Shipment(double w, double h, double d,

double m, double c) {

super(w, h, d, m); // call superclass constructor

cost = c;

}

// default constructor

Shipment() {

super();

cost = -1;

}

// constructor used when cube is created

Shipment(double len, double m, double c) {

super(len, m);

cost = c;

}

}

class DemoShipment {

public static void main(String args[]) {

Shipment shipment1 = new Shipment(10, 20, 15, 10, 3.41);

Shipment shipment2 = new Shipment(2, 3, 4, 0.76, 1.28);

double vol;

vol = shipment1.volume();

System.out.println("Volume of shipment1 is " + vol);

System.out.println("Weight of shipment1 is " + shipment1.weight);

System.out.println("Shipping cost: $" + shipment1.cost);

System.out.println();

vol = shipment2.volume();

System.out.println("Volume of shipment2 is " + vol);

System.out.println("Weight of shipment2 is " + shipment2.weight);

System.out.println("Shipping cost: $" + shipment2.cost);

}

}

Because of inheritance, Shipment can make use of the previously defined classes of Box and BoxWeight, adding only the extra information it needs for its own, specific application. This is part of the value of inheritance; it allows the reuse of code.

**When Constructors Are Called**

In a class hierarchy, constructors are called in order of derivation, from superclass to subclass. Further, since super( ) must be the first statement executed in a subclass’ constructor, this order is the same whether or not super( ) is used. If super( ) is not used, then the default or parameterless constructor of each superclass will be executed. The following program illustrates when constructors are executed:

// Demonstrate when constructors are called.

// Create a super class.

class A {

A() {

System.out.println("Inside A's constructor.");

}

}

// Create a subclass by extending class A.

class B extends A {

B() {

System.out.println("Inside B's constructor.");

}

}

// Create another subclass by extending B.

class C extends B {

C() {

System.out.println("Inside C's constructor.");

}

}

class CallingCons {

public static void main(String args[]) {

C c = new C();

}

}

**Method Overriding**

When a method in a subclass has the same name and type signature as a method in its superclass, then the method in the subclass is said to override the method in the superclass.

When an overridden method is called from within a subclass, it will always refer to the version of that method defined by the subclass. The version of the method defined by the superclass will be hidden.

class A {

int i, j;

A(int a, int b) {

i = a;

j = b;

}

// display i and j

void show() {

System.out.println("i and j: " + i + " " + j);

}

}

class B extends A {

int k;

B(int a, int b, int c) {

super(a, b);

k = c;

}

// display k – this overrides show() in A

void show() {

System.out.println("k: " + k);

}

}

class Override {

public static void main(String args[]) {

B subOb = new B(1, 2, 3);

subOb.show(); // this calls show() in B

}

}

When show( ) is invoked on an object of type B, the version of show( ) defined within B is used. That is, the version of show( ) inside B overrides the version declared in A. If you wish to access the superclass version of an overridden method, you can do so by using super.

class B extends A {

int k;

B(int a, int b, int c) {

super(a, b);

k = c;

}

void show() {

super.show(); // this calls A's show()

System.out.println("k: " + k);

}

}

Here, super.show( ) calls the superclass version of show( ).

Method overriding occurs only when the names and the type signatures of the two

methods are identical. If they are not, then the two methods are simply overloaded. For

example, consider this modified version of the preceding example:

// Methods with differing type signatures are overloaded – not

// overridden.

class A {

int i, j;

A(int a, int b) {

i = a;

j = b;

}

// display i and j

void show() {

System.out.println("i and j: " + i + " " + j);

}

}

// Create a subclass by extending class A.

class B extends A {

int k;

B(int a, int b, int c) {

super(a, b);

k = c;

}

// overload show()

void show(String msg) {

System.out.println(msg + k);

}

}

class Override {

public static void main(String args[]) {

B subOb = new B(1, 2, 3);

subOb.show("This is k: "); // this calls show() in B

subOb.show(); // this calls show() in A

}

}

The version of show( ) in B takes a string parameter. This makes its type signature different from the one in A, which takes no parameters. Therefore, no overriding (or name hiding) takes place. Instead, the version of show( ) in B simply overloads the version of show( ) in A.